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Abstract

This paper presents a novel architecture for com-
munication protocols that takes advantage of ob-
ject mobility, allowing applications to specify the
behavior of protocols for each individual message.
This is achieved by opening the implementation of
protocols and letting the application program as-
sociate a set of possibly customized meta-objects
to every message, separately adapting different as-
pects of the service provided by the protocol.
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1 Introduction

A simple definition of a distributed system is a col-
lection of independent computers communicating
by message passing and working together. As a di-
rect consequence, the most conspicuous character-
istic of distributed programs is the code that deals
with communication related aspects. Most notably,
the recovery from network faults and the detection
of remote computer crashes account for most of the
added complexity [1].

This complexity can be addressed by developing
communication protocols that provide powerful ab-
stractions such as view synchronous process groups
and totally ordered multicasts, which the applica-
tion can use through a simple message passing in-
terface [2, 10].

However, this simplicity reduces the freedom of
the application programmer to customize the sys-

tem for optimum performance, leading to the re-
jection of reliable communication toolkits in favor
of ad-hoc solutions that often neglect reliability as-
pects.

This results in a growing necessity to rethink the
loose relationship between application programs
and communication protocols and, as a conse-
quence, to improve protocol implementation tech-
niques. The reasons for this necessity comes both
from developer demand as well as from a techno-
logical push.

The demand for communication protocols that
are easily modified to accommodate new situations
and are dynamically adaptable to network condi-
tions and application requirements, is present in a
series of proposals in the area, such as: active net-
works [21, 22, 16], very thin protocol layers [23],
event-driven micro-protocols [11, 5], protocol spe-
cialization by inheritance [7] and protocol compo-
sition with the strategy pattern [6, 8].

The technology push comes from the wide-spread
availability of networks that are able to transfer ob-
jects, as opposed to networks which convey byte
strings. The most ubiquitous is the coupling of ob-
ject streams [19, 20] with sockets and portable code
on the Java platform [15].

In this context, this paper presents a novel ar-
chitecture that takes advantage of object mobility
provided by object networks to allow applications
to configure the behavior of communication proto-
cols for each individual message. This is achieved
by an object-oriented open implementation [14] of
protocols, allowing customizable meta-objects that
describe each aspect of communication to be asso-
ciated to each individual message object.

The remainder of this paper is organized as fol-
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Figure 1: Traditional protocol implementation.

lows: In Section 2 we present a short overview of
traditional protocol implementations. Section 3 in-
troduces the general architecture of object-oriented
open protocols. Section 4 briefly describes an ap-
plication of the proposed architecture. Section 5
concludes the paper and speculates about future
research directions.

2 Protocol stacks

The most widely used architecture for reliable com-
munication protocols is the protocol stack, adopted
from point-to-point protocols such as TCP/IP [3],
the OSI reference model [17, 4] and the z-Kernel
[12].

In these systems, each protocol layer accepts data
packets and prefixes them with headers which are
used to convey meta-information about the mes-
sage to the receiver (e.g. sequence numbers for
ordered delivery). Upon reception, the header is
examined, in order to decide what to do with the
packet (e.g. delay or drop it), and discarded when
the packet is delivered. Figure 1 depicts such a sys-
tem, restricted to a single layer for simplicity and
clarity of presentation.

The problem with this approach is that there is
not a clear separation between the code that deals
with message headers and the code that maintains
protocol state, which can not be separately cus-

tomized or replaced. This is the consequence of
both entities being hidden inside the same black
boz.

This excessive encapsulation is a source of trou-
ble for application developers that wish to cus-
tomize protocols and are confined to using them
through very simple message passing interfaces.

The same is true for system programmers devel-
oping new entities that must deal with the same
messages, such as gateways, which is in part solved
by strict standardization of message formats. How-
ever, this solution is a further limitation to the
possibility of configuring and adapting protocols,
even if the application programmers interface is en-
riched.

With complex reliable communication protocols
that have not stabilized around a few well de-
fined standards, these limitations are particularly
restraining of their wide acceptance and evolution.

3 Object-oriented open proto-
cols

A significant improvement of protocol implemen-
tation techniques can be achieved by replacing the
data network by an object network and by acknowl-
edging the fact that headers are suitably modeled
as meta-objects of messages, as they define the be-



Sender application

meta
obj

msg
obj
data
meta
................... obj, e
msg
obj

Receiver application

meta
obj

data

Object network

Figure 2: Object-oriented open protocol implementation.

havior of messages when being transfered. Figure
2 presents an overview of this approach.

As a consequence, and in deep contrast with clas-
sical implementation of protocols, the code that
manages protocol state is clearly separated from
code that deals with message meta-information.
These two entities, that were previously tightly
coupled, become now independent objects related
only by a set of abstract interfaces that describe
client-server interactions.

This separation eases both development of new
protocol layers as well as the configuration of proto-
cols by applications. Different implementations of
protocols, as long as they comply with the agreed
interfaces, are able to operate on different kinds of
meta-information because it is encapsulated behind
agreed interfaces.

Configurability is then achieved by opening the
implementation of protocols and allowing the appli-
cation itself to create and associate different meta-
objects to different messages, instead of letting the
protocol code to always use the same, as happens
with traditional protocols.

As a consequence, this proposal is an improve-
ment over other protocol configuration techniques,
as it allows the application programmer to specify
different qualities of service for different messages

within the same message stream, and not only over
unrelated streams.

4 Case study: Groupz

This architecture has been implemented in Groupz,
a toolkit of configurable communication protocols
built to support reliable process groups over large-
scale networks [18]. Groupz is written in Java and
is structured as four object-oriented open protocol
layers on top of the object network provided by the
Java platform. The layers correspond to four sepa-
rate concerns found in distributed programming;:

Dependable delivery: Buffer and retransmit
messages until a safe reception condition is
met, to cope with faults.

Order: Delay messages until an arbitrary precon-
dition on previous deliveries is met, possibly
implying agreement.

Membership: Maintain an agreed view of the
current set of correct processes.

Hierarchy: Support large hierarchical networks,
by transforming messages when gateways are
traversed.



Taking dependable delivery as an example, the
information collected by the corresponding the pro-
tocol layer in Groupz is an approximate history of
message receptions by foreign hosts. This informa-
tion is gathered from messages which can supply
it in a variety of ways, in contrast to the fixed se-
quence numbers or version vectors in traditional
protocols. It is then used to evaluate conditions
for message buffering and retransmission that are
associated to messages.

By programming the delivery of reception in-
formation and the conditions that act upon it, it
is possible to implement a wide range of services
for each individual message. For instance, a mes-
sage can discard all its predecessors, as in stub-
born channels [9], or only some of its predecessors,
being the equivalent of multiple stubborn channels
that have the advantage of being able to merge and
split. The same techniques can be exploited at the
ordering layer to relax and combine traditional or-
dering classes. As a consequence, it is possible to
configure protocols that take advantage of redun-
dancy and commutativity to relax reliability and
order constraints.

Another interesting example is the group mem-
bership change message under a virtually syn-
chronous environment. This event often means that
some messages are discarded from retransmission
buffers, even if not received by the members that
are leaving the group. To accomplish this, tradi-
tional group protocols usually have specific control
operations. In Groupz this is not necessary, as the
group membership change message itself, acts as
an universal acknowledge from failed processes, dis-
carding messages that are no longer needed. It is
also possible to consider changing the policy for
triggering view changes without stopping the sys-
tem, as it is defined by the view change message
itself that can be customized by the application.

5 Conclusions

A major goal of this work is to build protocols that
are configurable on a per-message basis, which is
considered to be necessary to adapt complex reli-
able communication toolkits to real life problems.
The proposed solution achieves it in two steps: first,
by the use object-orientation techniques to design
and implement protocols, clearly identifying the en-

tities involved, and then, by opening these imple-
mentations to application programmers.

Some proposals in active networks also allow this
degree of configuration, but do not make a clear
separation between the protocol as the mechanism
and the message as the policy. As a consequence, by
shifting most of the code to the message, active net-
working protocols are subject to many of the same
limitations of traditional protocols. For instance,
by having complete knowledge about what actions
to perform at each concrete node hard-coded in the
message, the introduction of new and unforeseen
types of nodes is restricted. It also is harder to
separately develop and reuse different aspects of a
protocol.

Other architectures that allow configuration of
protocols, rely on the composition of protocol
building blocks which after configured act mostly
as black boxes, making them useful only when con-
figuring unrelated communication sessions with dif-
ferent qualities of service for independent streams
of messages.

One final conclusion is that open protocol lay-
ers in Groupz separately address different emerg-
ing entities in distributed programs and as such
are good candidates for corresponding aspects to
be composed [13]. In this context, libraries of mes-
sage meta-objects can be seen as aspect libraries,
allowing the developer to separately program differ-
ent aspects of the same problem, providing valuable
information and experience for aspect languages to
be researched.
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